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Abstract. The use of unboxed data representations often increases the
efficiency of programs, especially numerical ones. Operations on unboxed
data do not need to mask out type tags or dereference pointers. As a re-
sult, certain operations, such as floating point arithmetic, become a single
machine instruction.

Type-based techniques [1–3] directly enable the use of unboxed data rep-
resentations in the presence of polymorphic functions. The problem is,
however, that type information, computed in the front end, has to be
carried though the entire compilation process, all the way to the code-
generation phase, where unboxing decisions are made. Doing so increases
the complexity of the compiler and results in a significant overhead in
compilation time.

This work presents an alternative approach. Instead of pushing types
through the compiler, it relies on exposing specialized primitives that
operate on unboxed data of a given type. The typechecker then rewrites
programs to use these primitives where it is safe to do so. That is, when
there exists a specialized equivalent to the original primitive that can
operate on values of the arguments’ types, the type checker replaces the
generic primitive with an equivalent that allows unboxing.

For example, Racket provides specialized arithmetic primitives that are
only valid for floating-point numbers: fl+, fl- and so on. Typed Racket’s
typechecker replaces generic arithmetic primitives–regular Racket +, -
and so on–with their specialized equivalents if it can prove that their
arguments are floating-point numbers. Here is a sample rule from Typed
Racket:

(+ x y) → (fl+ x y) if Γ ⊢ x : Float and Γ ⊢ y : Float

We have implemented this approach as part of the Typed Racket [4, 5]
system. Preliminary results show speedups comparable to the traditional
typed-based approaches. We conjecture that this approach could be ap-
plied to other typed languages with generic operations such as Haskell
and Standard ML.
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